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1 Reason for Change

This change request provides content for section 5.3, on Sequence diagrams/call flows for Message Broadcast API.
2 Impact on Backward Compatibility

None
3 Impact on Other Specifications

None
4 Intellectual Property Rights

Members and their Affiliates (collectively, "Members") agree to use their reasonable endeavours to inform timely the Open Mobile Alliance of Essential IPR as they become aware that the Essential IPR is related to the prepared or published Specification.  This obligation does not imply an obligation on Members to conduct IPR searches.  This duty is contained in the Open Mobile Alliance application form to which each Member's attention is drawn.  Members shall submit to the General Manager of Operations of OMA the IPR Statement and the IPR Licensing Declaration.  These forms are available from OMA or online at the OMA website at www.openmobilealliance.org.

5 Recommendation

We kindly request the ARC group to review the CR and agree the changes.
6 Detailed Change Proposal

Change 1:  5.3 Sequence Diagrams
5.2 Sequence Diagrams

The following subsections describe the resources, methods and steps involved in typical scenarios.

In a sequence diagram, a step which involves delivering a notification is labeled with “POST or NOTIFY”, where “POST” refers to delivery via the HTTP POST method, and “NOTIFY” refers to delivery using the Notification Channel [REST_NetAPI_NotificationChannel].
5.2.1 Requesting to send a broadcast message in specified geographic areas 
This figure below shows a scenario for requesting the server to send a broadcast message in specified geographic areas.
The notification URL passed by the client during the subscription step can be a Client-side Notification URL, or a Server-side Notification URL. Refer to [REST_NetAPI_NotificationChannel] for sequence flows illustrating the creation of a Notification Channel and obtaining a Server-side Notification URL on the server-side, and its use by the client via Long Polling.
The resources: 


· To request sending a broadcast message,  create resource under
http://{serverRoot}/messagebroadcast/{apiVersion}/request
· To retrieve the message broadcast status under requestId, read resource under
http://{serverRoot}/messagebroadcast/{apiVersion}/request/{requestId}/status
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Figure 1 Flow for sending a broadcast message 
Outline of the flows:

1. An application POSTs a request to the server. The request SHALL contain the representation of {requestId} resource. Then the server allocates a new {requestId} resource representing the request and respond to the application with the newly created resource URL. This response is a kind of acknowledgement of the request and does not have the result of broadcasting. The server, at the same time, starts sending the broadcast message with specified conditions and allocates a new {requestId}/status resource representing the status of broadcasting..
2. The application  requests the delivery status of the sent broadcast message using GET method on requestId/status and server returns the delivery status contained in requestId/status
5.2.2 Retrieve message broadcast delivery status
This figure below shows a scenario retrieving delivery status of a broadcast message send to a specific geographic area defined by an application.
The notification URL passed by the client during the subscription step can be a Client-side Notification URL, or a Server-side Notification URL. Refer to [REST_NetAPI_NotificationChannel] for sequence flows illustrating the creation of a Notification Channel and obtaining a Server-side Notification URL on the server-side, and its use by the client via Long Polling.
The resources: 

· To retrieve the issued list of message broadcasts, read resource under 
http://{serverRoot}/messagebroadcast/{apiVersion}/request
· To retrieve the message broadcast status under requestId, read resource under
http://{serverRoot}/messagebroadcast/{apiVersion}/request/{requestId}/status
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Figure 2 Flow for retrieving message delivery status 
Outline of the flows:

1. An application requests the issued list of broadcast messages using GET method and server responds with the list broadcast messages and their requestIds.
2. The application  requests the delivery status of the sent broadcast message using GET method on requestId/status and server returns status contained in requestId/status.
5.2.3 Deleting a broadcast message 
This figure below shows a scenario for deleting a broadcast message send to a specific geographic area defined by an application.

The notification URL passed by the client during the subscription step can be a Client-side Notification URL, or a Server-side Notification URL. Refer to [REST_NetAPI_NotificationChannel] for sequence flows illustrating the creation of a Notification Channel and obtaining a Server-side Notification URL on the server-side, and its use by the client via Long Polling.
The resources: 
· To retrieve the issued list of message broadcasts, read resource under 
http://{serverRoot}/messagebroadcast/{apiVersion}/request
· To delete a message broadcast data under requestId, delete resource under
http://{serverRoot}/messagebroadcast/{apiVersion}/request/{requestId}
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Figure 3 Flow for deleting a broadcast message 
Outline of the flows:

1. An application requests the issued list of broadcast messages using GET method and server responds with the list broadcast messages
2. The application decides to remove one of the broadcast messages in the list by using DELETE method on the resource and server returns a response with deletion confirmation.
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