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1 Reason for Change

As described in the Delta RD (no use case for these reqs), the presence authorization-related changes should be added to the specifications. The related requirements are:
	Ref
	Use Case Title(s)
	Requirements

	PRR-5
	
	The IMPS server SHALL support both proactive and reactive authorization models.

	PRR-6
	
	The IMPS client SHALL support the proactive authorization model.

	PRR-7
	
	The IMPS client SHOULD support the reactive authorization model.


We are aware of the SonyEricsson contribution related to changing the reactive authorization transactions to proactive, however this contribution will not interfere with that as that proposal will remove the entire the reactive authorization as such – updating it for now properly does not hurt.

2 Impact on Backward Compatibility

Not backwards compatible. The negotiation of the newly mandated services disappears from this version.

3 Impact on Other Specifications

All of those that deal with service negotiation: CSP XMLS, CSP WBXML, CSP PTS, SSP specs.

4 Intellectual Property Rights

The authors of this document do not have knowledge of IPRs related to this contribution.

5 Recommendation

Working group to review and approve the change request.

6 Detailed Change Proposal
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8. Presence Feature

The relation of contact list and attribute list is described in Appendix A of [Arch].

In order to achieve minimum level of interoperability both the client and the server MUST support the following functionalities:

· 8.2 Attribute list and the related transactions [editor to add reference]
· Error! Reference source not found. Error! Reference source not found.
Additionally to the above, the server MUST support the following functionalities:

· 8.3.3 Reactive presence authorization and the related transactions [editor to add reference]
The rest of the presence-related functionalities are all OPTIONAL. The individual client or server implementations MAY decide whether if support for a particular transaction is implemented or not.

8.2.1. Transactions
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Figure 1. Create attribute list transaction

The user MAY create user or contact-list specific attribute list(s), but only one attribute lists per user or per contact list. 

Changing an authorization will not cancel already active subscriptions. The subscriber will not be sent notifications of attributes not authorized, but if it is reauthorized he/she will be sent notifications without the need for re-subscribing.

The create attribute list transaction MUST be supported by the client and the server, therefore its support is not negotiated.

If the requested attribute list does not exist on the server, the server MUST create it. In order to modify (update) an attribute list, it MUST be overwritten by creating another attribute list for the same user-ID or contact-list-ID (e.g. there is no need to delete first) – if the attribute list exists on the server, the server MUST overwrite it without indicating error

If the ‘Default-List’ element is ‘T’, the server MUST associate the supplied attribute list with the default attribute list.

If the attribute list is empty (i.e.: it does not contain any presence attributes), the server MUST regard this as a valid – but empty – attribute list to be associated with the indicated user(s), contact list(s) and/or default list.
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Figure 2. Delete attribute list transaction

A user MAY delete the default attribute list and /or the attribute list from a set of users and/or contact lists.

The delete attribute list transaction MUST be supported by the client and the server, therefore its support is not negotiated.
The server MUST delete the attribute list from every user specified in the User-ID-List element and every user contact list specified in the Contact-ID-List element.

If the specified attribute list(s) does not exist on the server, it is silently ignored without generating an error.

If the Default-List element indicates ‘T’, the server MUST clear the default attribute list.
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Figure 3. Get attribute list(s) transaction

The publisher MAY retrieve the attributes he/she associates with a specific contact list(s) or user(s), or the default attribute list. 

The get attribute list transaction MUST be supported by the client and the server, therefore its support is not negotiated.
If the Default-List element indicates ‘T’ the server MUST include the default attribute list in the response even if it is empty.

If the request contains:

· Contact-List-ID-List, the server MUST send only those attribute list(s) in the response that are associated with the particular contact list(s).

· User-ID-List, the server MUST send only those attribute list(s) in the response that are associated with the particular user(s).

If the request does not contain the Contact-List-ID-List element or the User-ID-List element, then the server MUST deliver all contact list and User-ID associations in the response.

8.3.3.1 Transactions
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Figure 4. Reactive presence authorization request transaction

If the publisher has not proactively authorized some of the presence information that a subscriber request (either get or subscribe), and the publisher is online and has negotiated reactive presence authorization, the server MUST request reactive presence authorization from the publisher by sending a PresenceAuthRequest message to the publisher client containing the UserID of the requesting user (which identifies the authorization request also) and the list of requested presence-attributes (not present if all of them are requested). The client MUST respond with a Status primitive. Authorization does not take place upon response to this primitive – this transaction is a notification only. Authorization takes place when the client explicitly sends PresenceAuthUser request to the server.

The client SHOULD and the server MUST support the reactive presence transactions. The service leaf that allows negotiation of this transaction is ‘REACT’. Note that this feature includes two transactions: “Reactive presence authorization request transaction” and “Reactive presence authorization of user transaction”.

The Presence-Attribute-List element MAY be empty or missing – indicating that all presence attributes are requested.
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Figure 5. Reactive presence authorization of user transaction

The client MAY respond to the server in a separate transaction with a PresenceAuthUser message that contains the User-ID of the requesting user, and a list of attributes to add to the list of granted or denied presence attributes. The server MUST reply with a Status message.

From this authorization status the requesting user MAY access the authorized presence information.

The User-ID in the PresenceAuthUser primitive MUST identify the same user that requested the reactive presence authorization with PresenceAuthRequest primitive.

If the Acceptance element indicates ‘T’, the server MUST allows the specific user to access the presence attributes specified in the Presence-Attribute-List element. If the Acceptance element indicates ‘F’, the server MUST NOT allow the specific user to access the presence attributes specified in the Presence-Attribute-List element. 

The Presence-Attribute-List element MAY be empty or missing – indicating that all available presence attributes are requested.

A new authorization will overwrite the existing one. Any attribute previously granted or denied that is not specified in the new authorization will not be changed – those attributes that have been requested but not specified in the response Presence-Attribute-List element MUST remain in their original state. An exception is the empty list, which will overwrite all authorizations.
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Figure 6. Cancel presence authorization transaction

A user MAY cancel a previous presence authorization. The client will send CancelAuthRequest message to the server containing the User-ID. The server MUST respond with a Status message.

The client SHOULD and the server MUST support the cancel authorization transaction. The service leaf that allows negotiation of this transaction is ‘CAAUT’. 

After a cancel authorization transaction has been completed, the server MUST deny access to the previously granted attributes. After cancellation the server MUST send new authorization request if the specified user attempts to request the publisher’s unauthorized presence attributes. 
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Figure 7. Get reactive authorization status transaction

A client MAY retrieve a list of users that he has granted or denied authorization to along with a list of pending reactive authorization requests. The client will send a GetReactiveAuthStatusRequest message to the server. The server MUST return the current reactive authorization status.

The client SHOULD and the server MUST support the get reactive authorization status transaction. The service leaf that allows negotiation of this transaction is ‘GETAUT’. 

The server MUST include the reactive authorization status for each requested User-ID. If the request specifies a set UserIDs the response MUST include only the listed users, if not, the server MUST provide the status for all reactively authorized users. If the reactive authorization applies to all available presence attributes, the server MUST omit the PresenceSubList element.

13.6.1 Functional requirements

13.6.1.1 Clients

	Item
	Function
	Reference
	Status
	Requirement

	PRSE-C-1
	Support for get list of contact lists (IDs) transaction
	0
	O
	

	PRSE-C-2
	Support for create contact list transaction
	0
	O
	

	PRSE-C-3
	Support for delete contact list transaction
	0
	O
	

	PRSE-C-4
	Support for manage contact list transaction
	0
	O
	

	PRSE-C-5
	Support for create attribute list transaction
	0
	M
	

	PRSE-C-6
	Support for delete attribute list transaction
	0
	M
	

	PRSE-C-7
	Support for get attribute list transaction
	0
	M
	

	PRSE-C-8
	Support for subscribe presence transaction
	0
	M
	

	PRSE-C-9
	Support for unsubscribe presence transaction
	0
	M
	

	PRSE-C-10
	Support for get watcher list transaction
	0
	O
	

	PRSE-C-11
	Support for presence notification transaction
	0
	M
	

	PRSE-C-12
	Support for get presence transaction
	0
	O
	

	PRSE-C-13
	Support for update presence transaction
	0
	O
	

	PRSE-C-14
	Support for reactive presence authorization request transaction
	0
	O
	PRSE-C-15

	PRSE-C-15
	Support for reactive presence authorization of user transaction
	0
	O
	PRSE-C-14

	PRSE-C-16
	Support for cancel presence authorization transaction
	0
	O
	

	PRSE-C-17
	Support for get reactive authorization status transaction
	0
	O
	


13.6.1.2 Servers

	Item
	Function
	Reference
	Status
	Requirement

	PRSE-S-1
	Support for get list of contact lists (IDs) transaction
	0
	O
	

	PRSE-S-2
	Support for create contact list transaction
	0
	O
	

	PRSE-S-3
	Support for delete contact list transaction
	0
	O
	

	PRSE-S-4
	Support for manage contact list transaction
	0
	O
	

	PRSE-S-5
	Support for create attribute list transaction
	0
	M
	

	PRSE-S-6
	Support for delete attribute list transaction
	0
	M
	

	PRSE-S-7
	Support for get attribute list transaction
	0
	M
	

	PRSE-S-8
	Support for subscribe presence transaction
	0
	M
	

	PRSE-S-9
	Support for unsubscribe presence transaction
	0
	M
	

	PRSE-S-10
	Support for get watcher list transaction
	0
	O
	

	PRSE-S-11
	Support for presence notification transaction
	0
	M
	

	PRSE-S-12
	Support for get presence transaction
	0
	O
	

	PRSE-S-13
	Support for update presence transaction
	0
	O
	

	PRSE-S-14
	Support for reactive presence authorization request transaction
	0
	M
	

	PRSE-S-15
	Support for reactive presence authorization of user transaction
	0
	M
	

	PRSE-S-16
	Support for cancel presence authorization transaction
	0
	M
	

	PRSE-S-17
	Support for get reactive authorization status transaction
	0
	M
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