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Change Request

	Title:
	Merged Plug-In CRs (0015R01, 0020, 0021, 0022) 
	 FORMCHECKBOX 
 Public       FORMCHECKBOX 
 OMA Confidential

	To:
	Content Delivery (GotAPI) WG

	Doc to Change:
	OMA-ER-GotAPI-V1_0-20140812-D

	Submission Date:
	22 August  2014

	Classification:
	 FORMCHECKBOX 
 0: New Functionality
 FORMCHECKBOX 
 1: Major Change
 FORMCHECKBOX 
 2: Bug Fix
 FORMCHECKBOX 
 3: Editorial

	Source:
	Max Hata, NTT DOCOMO, masato.hata.uf@s1.nttdocomo.com

Takafumi Yamazoe, NTT DOCOMO, yamazoet@nttdocomo.com

	Replaces:
	OMA-CD-GotAPI-2014-0015R01, 0020, 0021, 0022


1 Reason for Change

1) Merged Plug-In CRs (0015R01, 0020, 0021, 0022) for readability
2) Inserted minor editorial revisions (with change history).
e.g., MUST -> SHALL
2 Impact on Backward Compatibility

No impact.
3 Impact on Other Specifications

No impact.
4 Intellectual Property Rights

Members and their Affiliates (collectively, "Members") agree to use their reasonable endeavours to inform timely the Open Mobile Alliance of Essential IPR as they become aware that the Essential IPR is related to the prepared or published Specification.  This obligation does not imply an obligation on Members to conduct IPR searches.  This duty is contained in the Open Mobile Alliance application form to which each Member's attention is drawn.  Members shall submit to the General Manager of Operations of OMA the IPR Statement and the IPR Licensing Declaration.  These forms are available from OMA or online at the OMA website at www.openmobilealliance.org.

5 Recommendation

CD is requested to review and approve the CR with changes as needed.
6 Detailed Change Proposal

Change 1:  Changing Figure 1 in "4 Introduction"
Changes:

· Add Extension Plug-Ins between GotAPI Server and Other Devices.
· Indicate the line between GotAPI Server and Extension Plug-Ins as being OS specific (double lines)

· Connect OMA Enabler Clients to Extension Plug-Ins as well as the GotAPI Server directly.


[image: image1]
Figure 1 Conceptual Implementation (Informative)
Change 2:  Adding a requirement in "6.1 High-Level Functional Requirements"
Adding the requirement as below:
	Label
	Description
	Release

	GotAPI-HLF-16
	GotAPI Servers SHALL expose an interface to communicate with external devices and internal enablers, so that different manufacturers are able to develop Extension Plug-Ins for the GotAPI Server, and application developers are able to develop applications that can communicate with such other external devices and internal enablers through GotAPI Server. 
Note: The APIs for each device or enabler are out of the scope of this specification.
	1.0


Change 3:  Changing Figure 2 in "7.2 Architectural Diagram"
Changes:

· Add a new interface GotAPI-4
· Add Extension Plug-Ins box which is out of the scope of this specification.


[image: image2]
Figure 2: GotAPI Architecture Diagram

Add the informative diagram as below:


[image: image3]
Figure-3: GotAPI Architecture Diagram (Informative).
Change 4:  Adding a section "7.3.2.4 GotAPI-4" in "7.3.2 Interfaces"
Mergeded Plug-In CRs (0015R01, 0020, 0021, 0022).
Adding a section as below:

7.3.2.4 GotAPI-4

The GotAPI-4 interface enables Extension Plug-Ins for external devices and internal enablers through which they communicate with the GotAPI Server. Note that internal enablers may also be connected to the GotAPI servers directly in implementation specific ways without using the GotAPI-4 interface and Extension Plug-Ins.
The Extension Plug-Ins are independent applications. They are the mediators between the GotAPI Server, and external devices and internal enablers/applications. Typically, there are multiple Extension Plug-In applications installed on a device by the user or preinstalled on the device. An Extension Plug-In application may be developed;

· For a group of devices, e.g., a series of devices from a company, or a single device or an enabler,
· By a developer that is different from the provider of GotAPI or applications that use the devices or enablers through the Extension Plug-In.

The GotAPI-4 provides the following functions with respect to Extension Plug-Ins;

(1)  Plug-In Discovery
(2)  Approval

(3)  Data Forwarding
(1) GotAPI-4 Plug-In Discovery enables the GotAPI Server to discover the targeted Extension Plug-In which an application wants to access and communicate with. It also discovers the devices or enablers that are connected to the Extension Plug-In.
(2) GotAPI-4 Approval is the function to ensure security, especially to protect users’ data and privacy from unwanted exploits, so that the users can safely use the application with external devices and enablers that are connected via Extension Plug-Ins.

(3) GotAPI-4 Data Forwarding is the function that enables an application to communicate with the targeted Extension Plug-In through the GotAPI Server. Data Forwarding takes place after Plug-In Discovery (optional) and Approval processes have been successfully completed. GotAPI-4 Data Forwarding uses the “pass-through” mechanism, so that the application can access and communicate with the APIs that (i) are implemented in the Extension Plug-In and (ii) expose the features of the external devices or internal enablers. 
Note that the APIs to be implemented in Extension Plug-Ins that expose features of external devices and internal enablers are out of the scope of this specification.
7.3.2.4.1 Plug-In Discovery
After an application is authenticated by the GotAPI Authentication Server, the application sends a Plug-In Discovery request to the GotAPI Server over the GotAPI-1 interface in order to discover the available Plug-Ins. Then the GotAPI Server discovers all the installed Plug-Ins and returns the results to the originating application. 

Plug-In Discovery enables applications to find and use Plug-Ins and devices or enablers that are connected to Plug-Ins. Some applications, however, may be pre-programmed with specific Plug-Ins and devices and want to talk only to them. Others may want to find what are available and determine which ones to talk to, based on the discovered results. 

Therefore,

(1) The use of Plug-In Discovery is OPTIONAL for applications wishing to use Plug-Ins.

(2) GotAPI SHALL support Plug-In Discovery if GotAPI-4 is supported.

(3) GotAPI-1 SHALL specify Requests and Responses for Plug-In Discovery. This is to ensure consistent interface for application developers.

(4) GotAPI-1 SHALL support the Requests and Responses for Plug-In Discovery if GotAPI-4 is supported.

(5) GotAPI-4 SHALL specify the protocol (the data container format) between the GotAPI Server and the Extension Plug-Ins. This is to ensure consistent interface for Plug-In developers.

Example of Plug-In Discovery

Editor’s Note: This example may remain in this section or moved to an Annex later. Alternatively, the description may be described in a more generalized form to remain in this section as a part of the normative specification, not as an example.
The following example is based on an implementation on Android.
[image: image4.png]GOtAPI-1 (HTTPIREST)

GotAPI-4 (Intent)

(2) Pass through the resuts
as one response.

e are mulile pligins

(1) Send an impiicitIntent

Plug-in sends an expic nent o
pre-defined app package for the
plugin discovery request.

s mechanism prevents
Spoofing of GotAPI Server by
maiicious apps

i there o mufipl plug ns, each
plugin send an oxplet ntert
Bsynchronously




Figure XXXX: The procedure of Plug-In Discovery.
Terminology:

· An Intent is a way for native applications to communicate each other. It is supported by the underlying Android OS. There are two primary forms of Intents, Explicit Intents and Implicit Intents.

· Explicit Intents are Intents with a specific application identifier, enabling the sending application to specify the exact receiving applications to be run. 
· Implicit Intents are Intents without any application identifiers but enough information to enable the OS to determine which applications to be run. It is like broadcasting.

Description of operation:

General operation: When the GotAPI Server has received a Plug-In Discovery request from an application over the GotAPI-1 interface, the GotAPI Server sends Plug-In Discovery Commands using the protocol (the data container format) of GotAPI-4 over an Implicit Intent. The Implicit Intent is broadcasted to all the applications and those who have captured the Plug-In Discovery Commands return responses to the GotAPI Server with information of the Plug-Ins such as device names, available method names, etc.
Multiple plug-ins and asynchronous responses: Since there can be multiple Plug-Ins installed on the device, each response is sent to the GotAPI Server asynchronously.  

White List: When a Plug-In sends a response, it uses an Explicit Intent to the pre-defined GotAPI Server that is listed in the White List. The White List is provided in each Plug-In by the provider of the Plug-In. The White List enables Plug-Ins to send responses only to the GotAPI Server applications that are listed in the list and prevents Plug-Ins from sending responses to unknown GotAPI Servers. This is to disable spoofed GotAPI Servers to use Plug-Ins.
Consolidated response from GotAPI Server: After consolidating the responses that are sent from multiple Plug-Ins asynchronously, the GotAPI Server sends a response to the originating application with the information that are received from the Plug-Ins.

Stateless: The GotAPI Server itself does not keep the status of the Plug-Ins that is discovered by the Plug-In Discovery Command, keeping GotAPI Server stateless in terms of Plug-Ins. It is the sole responsibility of the applications that have received the plug-in status information how to keep or use it.

[Editor’s Note]

How the GotAPI Server discovers the targeted plug-in is TBD.
7.3.2.4.2 Approval
After an application is registered by the GotAPI Authentication Server through user permission, the application is eligible for accessing Plug-Ins. To ensure protecting user’s data and privacy, however, before the user is able to access the Plug-Ins using the application, the user shall be able to authorize the application to access the Plug-In and the device. To enable this requirement;

(1) The application SHOULD be authorized to access the Plug-In and the device by the user.

(2) The GotAPI-1 SHALL specify the Requests and Responses for authorization to access an application to a Plug-In via user authorization. This is to ensure consistent interface for application developers.
(3) The GotAPI-1 SHALL support the Requests and Responses for authorization to access an application to a Plug-In via user authorization if GotAPI-4 is supported

Editor’s Note: Whether we should specify the authorization mechanism for GotAPI-4 and Plug-Ins is TBD.

Example of the authorization mechanism for GotAPI-4 and Plug-Ins
Editor’s Note: This example may remain in this section or moved to an Annex later. Alternatively, the description may be described in a more generalized form to remain in this section as a part of the normative specification, not as an example.
The following example is based on an implementation on Android.
Plug-In API Access Request: Typically after the application performing Plug-In Discovery to get the information of the installed Plug-Ins, the application requests a Plug-In API Access Request to the GotAPI Server over the GotAPI-1 interface.

Application Registration to Plug-Ins: If the request is made for the first time, the GotAPI Server requests Application Registration to the targeted Plug-In over the GotAPI-4 with the Application Identifier such as the package name. Then the Plug-In registers the application and creates a client_id which is an identifier of the application managed by the Plug-In. 
Client_id and White List: The Plug-In returns the client_id to the GotAPI Server over the GotAPI-4 interface, using an Explicit Intent. The Explicit Intent with the White List in the Plug-In disables providing a client_id to a spoofed GotAPI Server (the same mechanism as in the Plug-In Discovery).
Access Token and User Authorization: The GotAPI Server requests an access token with the client_id. Upon receiving the access token request, the Plug-In pops up a dialog box to the user, which prompts the user to select the permission. If the user permits the access request, the Plug-In creates an access token and returns it to the GotAPI Server. Note that an access token is used only between the GotAPI Server and Plug-Ins over the GotAPI-4 interface.
Accessing API using access token: When the GotAPI Server receives the access token from the Plug-In, the GotAPI Server passes the API Access Request from the application to the Plug-In over GotAPI-4 with the access token. When the GotAPI Server receives the response form the Plug-In, the GotAPI Server passes the response from the Plug-In to the application over the GotAPI-1 interface.
Reusable access token and life time: Once the GotAPI Server receives an access token for an application, the GotAPI Server doesn't need to request another Application Registration or an access token. The GotAPI Server can continue using the same access token for a while as long as the Plug-In accepts the access token. Access tokens are given a life time, so that the same access token can be used before the life time is expires. After the life time is expired, the GotAPI must request another access token using the same procedure. 
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Figure XXXX: The example of Plug-In Approval
[Editor’s Note]

We have to discuss what approves what. There can be several models possible. For example, (1) the GotAPI Server approves the plug-in, (2) the plug-in approves the GotAPI Server, (3) the plug-in approves an application. The detailed ways are TBD.
Other factors to consider may include (i) level of required security, (ii) deployment and operational overhead, (iii) impact on the ecosystem and developers, and (iv) scope and extent of standardization by OMA.
7.3.2.4.3 Data Forwarding
Once a connection between the GotAPI Server and the targeted Extension Plug-In is established (i.e., GotAPI-4 Plug-In Discovery (optional) and GotAPI-4 Approval have been successfully completed), the application can communicate with the targeted Extension Plug-In. The data transferred between the application and the Extension Plug-In pass-through the GotAPI Server.
The GotAPI-4 Data Forwarding defines the protocol (the data container format) between the GotAPI Server and the Extension Plug-Ins that are connected with external devices or internal enablers.

Example:

The following description and Figure-4 show how the pass-through mechanism of the Data Forwarding works:

An application sends a request to the GotAPI Server using an HTTP connection with some parameters in accordance with the GotAPI-1. The GotAPI Server converts the request to the data format (protocol) in accordance with the GotAPI-4 Data Forwarding specification. Then the GotAPI Server conveys the converted data to the targeted Extension Plug-in using the OS adaptation, such as Intent for Android.  Finally, the Extension Plug-In invokes the APIs with the received and re-converted data. The APIs are implemented in the Extension Plug-In. This mechanism allows requests and responses between applications and external or internal entities to be passed-through to the APIs.


[image: image6]
Figure XXXX: Pass-through mechanism of Data Forwarding.

[Editor’s Note]

The green texts in the diagram above are just sample code. What protocol/format is appropriate for the GotAPI-4 is TBD. The sample code will be updated when the final protocol/format is agreed.
Temporary Server Feed (TSF) mechanism for fetching binary data directly from Plug-Ins:

In order to get binary data from the Plug-Ins, the following Temporary Server Feed (TSF) mechanism may be used:

· An application sends a request to the GotAPI Server over the GotAPI-1 interface. 

· The GotAPI Server passes the request to the Plug-In over the GotAPI-4 interface. 
· When the Plug-In receives the request, the Plug-In creates a non-predictable random URI for the binary data that is requested, and associates the URI with the binary data. 
· The Plug-In sends a response with the URI and additional information (if needed) to the GotAPI Server over the GotAPI-4 interface, and the GotAPI Server passes the response to the application over the GotAPI-1 interface.

· Receiving the URI, the application accesses the URI in order to get the requested binary data from the Plug-In directly. The Plug-In works as a Web server.

· The Plug-In discards the URI after the application gets the binary data or a preset life time expires for the purpose of security.
· The URI may use the same IP address as the GotAPI Server but with a different port number. This enables the Plug-In to be a separate application than the GotAPI Server application.

[image: image7]
Figure XXXX: The TSF mechanism for GotAPI-4
[Editor’s Note]

The JSON data and some URIs in the diagram above are just sample code. What protocol/format is appropriate for the GotAPI-4 is TBD. The sample code will be updated when the final protocol/format is agreed.
[Editor’s Note]

The specifics of Plug-Ins are out of the scope of GotAPI. Nonetheless, we may want to provide a guidance for Plug-In developers. For such purpose the following requirements are identified. This will help provide consistency for application developers to use this mechanism.
· A Plug-In MAY support the TSF mechanism. 
· If a Plug-In supports the TSF mechanism, the Plug-In SHALL support the procedure above.
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