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1 Reason for Change

The GotAPI Server can support not only HTTP but also WebSocket, Server-Sent Events, WebRTC as needed. This CR adds the more detailed descriptions and diagrams of these protocols to the following sections.
The related sections are:

· 7.2.2.1 GotAPI-1
· 7.2.2.1.1 The Temporary Server Feed (TSF) Mechanism
· 7.2.2.4.4 Data Forwarding
2 Impact on Backward Compatibility

None
3 Impact on Other Specifications

None
4 Intellectual Property Rights

Members and their Affiliates (collectively, "Members") agree to use their reasonable endeavours to inform timely the Open Mobile Alliance of Essential IPR as they become aware that the Essential IPR is related to the prepared or published Specification.  This obligation does not imply an obligation on Members to conduct IPR searches.  This duty is contained in the Open Mobile Alliance application form to which each Member's attention is drawn.  Members shall submit to the General Manager of Operations of OMA the IPR Statement and the IPR Licensing Declaration.  These forms are available from OMA or online at the OMA website at www.openmobilealliance.org.

5 Recommendation

Recommend this CR to be incorporated in the spec.
6 Detailed Change Proposal

Change 1:  7.2.2.1 GotAPI-1
7.2.2.1 GotAPI-1

The GotAPI-1 interface enables applications to make API requests and receive responses. This interface is generically specified by GotAPI, as GotAPI-based API specifications will define specific request/response transactions that can be utilized in host devices based upon the available interface technologies, payload protocols, and their applicable design patterns. These options include:

· The interface technologies TLS 1.2, HTTP/1.1, HTTP/2, WebSocket, EventSource, WebRTC

· The design patterns REST and JSON, such as JSON-RPC

· The Temporary Server Feed (TSF) mechanism for binary data responses and triggering a different protocols, as described below

The GotAPI Server SHALL support HTTP/1.1 as a communication protocol on the GotAPI-1 interface. 
Additionally, the GotAPI Server MAY support HTTP/2 [HTTP2], WebSocket [WebSocket] [WebSocketProtocol], EventSource(Server-Sent Events) [SSE], and WebRTC [WebRTC][Rtcweb] as needed.
For example, if the GotAPI Server provides an API for enabling asynchronous notifications such as an event listener (One-way push API), the API can use Server-Sent Events.
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Figure 4 One shot API and One-way push API
If the GotAPI Server provides an API for enabling full-duplex real-time communications such as a chat service, the API can use WebSocket. WebSocket, however, requires another port numbers in addition to 4035/4036 for HTTP/HTTPS to be assigned. This specification does not specify the port numbers for WebSocket (ws: and wss:). Therefore, the GotAPI Server is encouraged to use the TSF mechanism described in the next section for such APIs.
The GotAPI Server SHALL support JSON as a data container format on the GotAPI-1 interface. Additionally, the GotAPI Server MAY support JSON-RPC [JSON-RPC] as needed. 
Change 2:  7.2.2.1.1 The Temporary Server Feed (TSF) Mechanism
7.2.2.1.1 The Temporary Server Feed (TSF) Mechanism

There are two possible approaches which the GotAPI Server returns API result data to applications:

· Direct response approach:
· GotAPI Server returns binary data as a response directly

· This approach is very common and GotAPI-1 already supports it

· Temporary Server Feed (TSF) approach:
· When an app request something to the GotAPI Server on GotAPI-1, the GotAPI Server creates a temporary URI for the requested data, then return it to the app with additional information

· Then the app accesses the URI in order to fetch the binary data

The TSF approach has advantages below:

· Flexible API design

· The TSF mechanism brings flexibility to API design for GotAPI-1

· APIs can provide additional information relevant to the requested binary data with applications

· For example, APIs can provide adaptive streaming protocols over HTTP, such as SME + MPEG-DASH

1. An application requests MPD (Media Presentation Description) data over GotAPI-1

2. The application fetches fragments of the video data sequentially following the URLs defined in the MPD

· Web developer friendly

· Lots of existing server-side Web APIs on the Internet provide APIs similar to TSF with developers

The GotAPI Server MAY support the TSF mechanism. 

If the GotAPI Server supports the TSF mechanism, the GotAPI Server SHALL support the following steps for data retrieved via a TSF:
· An application sends a request for accessing certain data to the GotAPI Server over the GotAPI-1. 

· When the GotAPI Server receives the request, the GotAPI Server creates a non-predictable random URI for the binary data that is requested, and associates the URI with the binary data. The port number of the URI is not necessarily 4035 or 4036. The GotAPI Server MAY decide the port number of the URI appropriately as needed.
· The GotAPI Server sends a response with the URI and additional information (if needed) to the application over the GotAPI-1.

· Receiving the URI, the application accesses the URI in order to get the requested binary data from the GotAPI Server. The GotAPI Server works as a Web server.

· The GotAPI Server discards the URI after the application gets the binary data and/or after certain while for the purpose of security.

Example:
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Figure 5 The TSF Procedure
Though the example in the figure above shows thea case where HTTP is used, the GotAPI Server MAY use HTTP/2, WebSocket, Server-Sent Events, and WebRTC as needed. 

The TSF mechanism can be used for triggering communications using these protocols as well as transferring binary data. The GotAPI Server MAY use the TSF mechanism for other types of data and triggering other protocols. 

For example, if the GotAPI Server provides an API for enabling full-duplex real-time communications such as a chat service, the GotAPI Server can use WebSocket instead of HTTP GET.
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Figure 6 WebSocket used for TSF.
Change 3:  7.2.2.4.4 Data Forwarding
7.2.2.4.4 Data Forwarding
Once a connection between the GotAPI Server and the targeted Extension Plug-In is established (i.e., GotAPI-4 Plug-In Discovery (optional) and GotAPI-4 Approval have been successfully completed), the application can communicate with the targeted Extension Plug-In. The data transferred between the application and the Extension Plug-In pass-through the GotAPI Server.

The GotAPI-4 Data Forwarding defines the protocol (the data container format) between the GotAPI Server and the Extension Plug-Ins that are connected with external devices or internal enablers.
Example:

The following description and Figure-7 show how the pass-through mechanism of the Data Forwarding works:

An application sends a request to the GotAPI Server using an HTTP connection with some parameters in accordance with the GotAPI-1. The GotAPI Server converts the request to the data format (protocol) in accordance with the GotAPI-4 Data Forwarding specification. Then the GotAPI Server conveys the converted data to the targeted Extension Plug-in using the OS adaptation, such as Intent for Android.  Finally, the Extension Plug-In invokes the APIs with the received and re-converted data. The APIs are implemented in the Extension Plug-In. This mechanism allows requests and responses between applications and external or internal entities to be passed-through to the APIs.
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Figure 7 Pass-through mechanism of Data Forwarding
The JSON data and some URIs in the diagram above are just samples and simplified. See the section "8.1 GotAPI Server" for the exact definition of the data set.
In order to get data (binary files, streaming, event notifications, etc.) using HTTP or a different protocol, e.g., WebSocket, Server-Sent Events , WebRTC, from the Plug-Ins, the Temporary Server Feed (TSF) mechanism may be used:

· An application sends a request to the GotAPI Server over the GotAPI-1 interface. 

· The GotAPI Server passes the request to the Plug-In over the GotAPI-4 interface. 
· When the Plug-In receives the request, the Plug-In creates a non-predictable random URI for the data that is requested, and associates the URI with the data. 
· The Plug-In sends a response with the URI and additional information (if needed) to the GotAPI Server over the GotAPI-4 interface, and the GotAPI Server passes the response to the application over the GotAPI-1 interface.

· Receiving the URI, the application accesses the URI using the protocol that is indicated by the Plug-In in order to get the requested data from the Plug-In directly. The Plug-In works as a Web server.

· The Plug-In discards the URI after the application gets the data or a preset life time expires for the purpose of security.
· The URI may use the same IP address as the GotAPI Server but with a different port number. This enables the Plug-In to be a separate application than the GotAPI Server application.
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Figure 8 The TSF mechanism for GotAPI-4
The JSON data in the diagram above are simplified examples. See the section "8.3 GotAPI Server" for the exact definition of the data set.
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