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Reason for Change
R01: Corrected typo during CC on Aug. 4.

This CR proposes the text for the whole AD section "7. Architectural Model" in the Device WebAPI specification.

This CR adds 3 APIs for the Device WebAPI AD based on GotAPI 1.1:

1. The Service Discovery API enables applications to obtain information of Plug-Ins and IEEE 10773 11073 devices available. 
2. The One-shot measuring API enables applications to get a one set of measuring values in response to a request. 
3. The asynchronous messaging API enables applications to listen to asynchronous messages from the targeted device via the relevant Plug-In.

These APIs are consistent to what are already specified in GotAPI 1.1. This specification shows how these APIs can be used in conjunction with Device WebAPIs, based on GotAPI 1.1. These versatile APIs can be used for various types of devices and applications, not limited to healthcare devices.
It also adds that all the security requirements defined in GotAPI 1.1 must be adhered to.

Impact on Backward Compatibility
None
Impact on Other Specifications
none
[bookmark: _GoBack]Intellectual Property Rights
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Recommendation
Recommend to incorporate this CR to the Device WebAPI specification.
Detailed Change Proposal
Fill the section "7. Architectural Model"

[bookmark: _Toc292974254][bookmark: _Toc306587899][bookmark: _Toc422054905][bookmark: _Toc56839764][bookmark: _Toc90106599][bookmark: _Toc211749331]Architectural Model
This section describes the architectural model and related aspects of the Device WebAPI Enabler.

[bookmark: _Toc292974256][bookmark: _Toc306587901][bookmark: _Toc422054907]Architectural Diagram

GotAPI Framework Summary
This section summarizes how the GotAPI framework works, in which the DWAPI is functioning.  This section adheres to the specifications that are defined by GotAPI 1.1 [GotAPI 1.1].
As defined by GotAPI 1.1 [GotAPI 1.1], when an application is initiated by a user, the application obtains authorization for access to GotAPI-based APIs using the GotAPI-2 Interface. Once the application is authorized by the GotAPI Auth Server, the application can access the GotAPI Server using the GotAPI-1 Interface.
After the authorization, the application asks the GotAPI Server, using the GotAPI-1 Interface, what kind of services are available. Then the GotAPI Server requests the current status of the available services to all the installed Extension Plug-Ins using the GotAPI-4 Interface. This procedure is called the "Service Discovery", which is defined in the GotAPI specification. After the Service Discovery, the application can interact with the specified device (i.e., the service) via the Plug-In. Note that, in the GotAPI specification, external devices and internal enablers are collectively called as “services”.
When an application sends an API request on the GotAPI-1 Interface, the GotAPI Server passes it to the Plug-In using the GotAPI-4 Interface.

[bookmark: _Toc336824482]Figure 3: Architectural Diagram
In addition to HTTP, an application may connect to the GotAPI Server using WebSocket, which is the GotAPI-5 Interface. The GotAPI-5 Interface enables that whenever the targeted device reports event messages, the application receives the messages on the GotAPI-5 Interface asynchronously.
The GotAPI Server is agnostic to what Plug-Ins do inside. The GotAPI Server just passes a request from an application to a Plug-In and passes a response from the Plug-In to the application. 

GotAPI Framework and IEEE 10773 11073 Healthcare Devices
This section describes how the GotAPI framework and IEEE 11073 healthcare devices work together using Extension Plug-Ins. The following diagram shows the basic flow of DWAPI-PCH. 
Under the GotAPI framework, the Plug-In implements web-based APIs, DWAPI-PCH, and the Manager whose function is defined by IEEE 11073. The Plug-In with the Manager communicates with IEEE 11073 healthcare devices that implements Agent and Sensor through some media such as Bluetooth or WIFI.  IEEE 11073 defines all the necessary protocols, data formats, and the roles for Manager and Agent. From the Manager, some data is made available to DWAPI-PCH to be exposed in the web-based APIs to applications through the GotAPI framework. The Plug-In makes such data available to applications through DWAPI-PCH consistently under the GotAPI framework.
[image: ]
Figure 4: DWAPI-PCH Basic data flows

[bookmark: _Toc292974257][bookmark: _Toc306587902][bookmark: _Toc422054908]Functional Components and Interfaces/reference points definition
DWAPI-PCH consists of the following three APIs; 
1) The Service Discovery API enables applications to obtain information of Plug-Ins and IEEE 10773 11073 devices available. 
2) The One-shot measuring API enables applications to get one set of measuring values in response to a request. 
3) The asynchronous messaging API enables applications to listen to asynchronous messages from the targeted device via the relevant Plug-In.

Service Discovery API
Service Discovery API specification adheres to that of GotAPI 1.1.
As defined by GotAPI 1.1, after the application obtains authorization for access to GotAPI-based APIs using the GotAPI-2 Interface, the application sends the Service Discovery request to the GotAPI Server. Then the GotAPI Server sends the Service Discovery request to all of the installed Extension Plug-Ins. The message flow of the Service Discovery is shown in Fig. 5.

Figure 5: Message flow of the Service Discovery
The specific data in the message flows labelled (4) in the figure above are defined by the Plug-In that implements Manager functionality of IEEE 10773 11073 and is communicating with healthcare devices.
The other message flows SHALL be consistent to what are defined in the GotAPI 1.1 specification.

One-shot measuring API
As defined by GotAPI 1.1, after the application obtains authorization to access GotAPI-based APIs using the GotAPI-2 Interface and completes the Service Discovery, the application can use the service (so called "One-shot measuring API") provided by the Plug-In through the GotAPI Server.
The One-shot measuring API offers a measurement result reported by the targeted device in response to a request. The message flow of this API is as shown blow.

Figure 6: Message flow of the One-shot measuring API
1. The user triggers a request of the API in the application.
2. Label (1): The application sends a request to the GotAPI Server using HTTP (REST) over the GotAPI-1 Interface. Note that the HTTP method of the request is "GET".
3. Label (2): The GotAPI Server passes the request to the targeted Plug-In on the GotAPI-4 Interface with the Action name "GET".
4. The GotAPI Server runs the Plug-In Approval procedure if needed, which is defined in the GotAPI 1.1 specification.
5. When the Plug-In receives the request, it connects to the targeted external device if needed.
6. The Plug-In obtains current measurement values from the targeted device.
7. Label (3): The Plug-In sends a response with one set of the measurement values using the GotAPI-4 Interface. 
8. Label (4): When the GotAPI Server receives the response from the Plug-In, the GotAPI Server passes the response to the application on the GotAPI-1 Interface as an HTTP response.

The overall message flows to obtain data by sending HTTP request and response over the GotAPI-1 Interface SHALL adhere to the specifications defined in GotAPI 1.1. 
The specific data in the message flows labelled (3) and (4) in the figure above are defined by the Plug-In that implements Manager functionality of IEEE 10773 11073 and is communicating with healthcare devices.
 

Asynchronous messaging API
As defined by GotAPI 1.1, after the application obtains authorization to access GotAPI-based APIs using the GotAPI-2 Interface and completes the Service Discovery, the application can use the service (so called "Asynchronous messaging API") provided by the Plug-In through the GotAPI Server.
The Asynchronous messaging API offers a series of measurement values reported by the targeted device to an application in real time as the measurement values become available. The timing when and the reasons why such measurement values become available is determined by the Plug-Ins and connected devices, and is out of the scope of this specification. 
This API uses WebSocket protocol to handle asynchronous event messages. The message flow of this API is shown blow:
[image: ]

Figure 7: Message Flow of the Asynchronous messaging API

1. The user triggers a request of the API in the application.
2. Label (1): The application sends a request to the GotAPI Server using HTTP (REST) over the GotAPI-1 Interface. Note that the HTTP method of the request is "PUT".
3. Label (2): The GotAPI Server passes the request to the targeted Plug-In on the GotAPI-4 Interface with the Action name "PUT".
4. The GotAPI Server runs the Plug-In Approval procedure if needed, which is defined in the GotAPI 1.1 specification.
5. When the Plug-In receives the request, it connects to the targeted external device if needed.
6. Label (3): The Plug-In sends a response with the message using the GotAPI-4 Interface. 
7. Label (4): When the GotAPI Server receives the response from the Plug-In, the GotAPI Server passes the response to the application on the HTTP connection as an HTTP response.
8. Label (5): The application establishes a WebSocket connection to the GotAPI Server if the application does not have a WebSocket connection to the GotAPI Server yet.
9. Label (6): As the WebSocket connection has been established, the application sends the access token to the GotAPI Server through the WebSocket connection. The access token is a token which the application obtained from the GotAPI Auth Server when the application was authorized by the GotAPI Auth Server.
10. Label (7): When the GotAPI Server receives the access token from the WebSocket channel, the GotAPI Server returns the result on whether the request is accepted or not.
11. Label (8): Whenever the targeted external device reports a message, e.g., a data or a measurement value, the Plug-In sends the message to the GotAPI Server on the GotAPI-4 Interface with the Action name "EVENT".
12. Label (9): Whenever the GotAPI Server receives a message from the Plug-In, the GotAPI Server passes it to the application on the WebSocket connection.
13. Label (10): When the application finishes or decides to finish using the service, it sends a request to stop the monitoring to the GotAPI Server. The request is sent over the GotAPI-1 Interface using HTTP. Note that the URI is as the same as that of the first request except that the HTTP method is "DELETE".
14. Label (11): When the GotAPI Server receives the stop request, it sends a request to the Plug-In to stop the monitoring with the Action name "DELETE". Then the GotAPI server closes the WebSocket connection.
15. Label (12): When the Plug-In receives the stop request from the GotAPI Server, the Plug-In stops reporting messages, and it returns a response to the GotAPI Server on the GotAPI-4 Interface with the Action name “RESPONSE”.
16. Label (13): When the GotAPI Server receives the response, the GotAPI Server passes the response to the application on the GotAPI-1 Interface.
The diagram above shows that the application establishes a WebSocket connection as the GotAPI-5 Interface after the application sends an API request on the GotAPI-1 Interface. It should be noted, as defined in GotAPI 1.1, the application is permitted to establish a WebSocket connection only after the application has received an access token from the GotAPI Auth Server.
The overall message flows to establish/close an asynchronous messaging session and to receive measurement values asynchronously from Plug-Ins SHALL adhere to the specifications defined in GotAPI 1.1. 
The specific data in the message flows labelled (1) to (13) in the figure above are defined by the Plug-In that implements Manager functionality of IEEE 10773 11073 and is communicating with healthcare devices.
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This specification SHALL adhere to all the security requirements that are defined in GotAPI 1.1.
The GotAPI 1.1 specification considers every security risks and implements necessary counter measures for them.　For example:
· The GotAPI 1.1 has an application-authorization mechanism. Applications can't access the APIs without user permissions. Besides, when applications access devices via Plug-Ins, the relevant Plug-In obtains a permission from the user.
· The GotAPI 1.1 has an HMAC server authentication mechanism. Applications are able to detect if the GotAPI Server is spoofed.
See the section "7.3 Security Considerations" in the GotAPI 1.1 specification for the details of the security considerations of the GotAPI 1.1.
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