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1 Reason for Change

To add the detailed specification of SNEW-6 interface to the SNEW 1.1
2 Impact on Backward Compatibility

N/A
3 Impact on Other Specifications

It is necessary to add SNEW service “snew” to RFC2782. 
4 Intellectual Property Rights

Members and their Affiliates (collectively, "Members") agree to use their reasonable endeavours to inform timely the Open Mobile Alliance of Essential IPR as they become aware that the Essential IPR is related to the prepared or published Specification.  This obligation does not imply an obligation on Members to conduct IPR searches.  This duty is contained in the Open Mobile Alliance application form to which each Member's attention is drawn.  Members shall submit to the General Manager of Operations of OMA the IPR Statement and the IPR Licensing Declaration.  These forms are available from OMA or online at the OMA website at www.openmobilealliance.org.

5 Recommendation

It is requested for the group to review and agreed the CR.
6 Detailed Change Proposal
Change 1:  Addition of scope for WiFi P2P social group
1. Scope
This Enabler Release (ER) document is a combined document that includes requirements, architecture and technical specification of the Social Network Web (SNeW) Enabler.

The SNeW Enabler scope covers the following items: 

· the requirements and reference architecture to allow interoperability between clients and servers and server-to-server federation of OMA Compliant SNs, supporting at least features such as:

· profile discovery;

· publication and sharing of contents, activities and reactions;

· the interface between a SNEW Client entity and a SNEW Server entity (intra-domain or UNI) that supports the above identified features;

· the interface between SNEW Server entities (inter-domain or NNI) that supports the above identified features;
· the interface between SNEW Client entities in proximity that supports the above identified features.
· a set of Device APIs and Network APIs, to easily integrate OMA Compliant SN with external applications, as well as an appropriate privacy framework to control access to information through these APIs;

· a set of guidelines to reuse existing OMA enablers for providing additional features (e.g. profile search using OMA MSF);

In particular, with respect to interface specification, it is in the scope of this Enabler:

· to consider referencing OStatus-related specifications, in particular for server-to-server interactions;
· to consider referencing OpenSocial Social APIs, in particular for client-server interactions;
· 
· to consider referencing [RFC 3447] and related specifications for user authentication in the context of P2P social groups;
· to consider reusing OAuth 2.0 and related specifications as privacy framework for APIs;
· to consider reusing OMA Push enabler to support notifications to SNEW Client entities (e.g. for reactions delivery, private message delivery, user status notification, etc).
· 
Connections with External SNs are expected (through gateways implementing proprietary interfaces) but the definition of which External Social Network will be interconnected (and how) is out-of-scope of this activity.

SNeW Enabler will reuse as much as possible existing technologies. 
Change 2:  Addition of references for WiFi P2P social group
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Change 3:  Addition of section 9.6 for user authentication in P2P
9. Data Model
9.6 User authentication for P2P social group
When user authentication for P2P social group service is supported, SNEW Servers and SNEW Clients SHALL support the data models defined in this section.
An object containing the following properties is defined in this specification to represent information about user authentication in P2P social group.
- Packet Type  
	Name
	Type
	Description

	SNEW_P2P_Packet_Type
	integer
	Information of the packet which is transmitted for user authentication in P2P social group.


- Generic Authentication object properties (valid for both user/member and GO)
	Name
	Type
	Description

	
	
	


	SNEW_P2P_Global_ID
	string
	
Globally unique identifier as defined in section 9.1.

	SNEW_P2P_Signature_Method
	string
	Signing and verifying method through which the process of digital signature and verification is performed.

	SNEW_P2P_Encryption_Method
	string
	Encryption and decryption method through which transmission data is encrypted and decrypted.

	SNEW_P2P_Time_Stamp
	long
	Positive integer that is expressed in the number of seconds since Jan.1, 1970 00:00:00 GMT.

	SNEW_P2P_Nonce
	string
	A random string that is uniquely generated.

	
	
	

	SNEW_P2P_Version
	string
	Optional, version information that is ‘1.1’ in this document.



	
	
	

	
	
	



	
	
	

	
	
	


- User (member)-specific Authentication object properties (in addition to the generic ones)
User authentication objects can contain properties defined in this table as well as in the generic authentication object table.
	Name
	Type
	Description

	SNEW_P2P_Realm
	string
	The name of SNEW Server that SNEW Client registers its public key for RSA-SHA512 signature and verification.

	SNEW_P2P_ID_Open
	integer
	A decision for a group member to make about whether to open its Global_ID to GO.


- GO-specific Authentication object properties (in addition to the generic ones)
GO authentication objects can contain properties defined in this table as well as in the generic authentication object table.
	Name
	Type
	Description

	
	
	

	SNEW_P2P_Session_Key
	string
	128-bit secret key for AES algorithm between GO and a group member (optional).

	
	
	

	
	
	

	
	
	

	
	
	

	
	
	


- Digital Signature
	Name
	Type
	Description

	SNEW_P2P_Signature
	string
	Digital signature made by RSA-SHA512 to authenticate users in P2P group.


- Verification Value
	Name
	Type
	Description

	VerificationValue
	string
	A return value after verifying the digital signature.


The following values and related meaning are defined for the VerificationValue property
	Value
	Meaning

	PASS
	This digital signature is valid, so the user is successfully authenticated.

	FAIL
	This digital signature is not valid, so the user authentication fails.


The following values and related meaning are defined for the SNEW_P2P_ID_Open property
	Value
	Meaning

	YES
	Open this group member's Global ID to GO.

(SNEW_P2P_ID_Open in GO authentication object has this value)

	NO
	Do not open this group member's Global ID to GO.


The following values and related meaning are defined for the SNEW_P2P_Packet_Type property
	Value
	Meaning

	1
	
GO sends SNEW_P2P_Nonce(Nonce1) to a newly joined group member.

	2
	
A group member sends its own authentication object, new SNEW_P2P_Nonce(Nonce2), and the digital signature on the these values to GO. New nonce is created by this member.

	3
	
GO sends a newly-joined member’s  authentication object, the signature on the authentication object, GO's  authentication object, and the signature on GO's authentication object to SNEW Server for mutual authentication.

	4
	
SNEW Server sends the group member's  authentication object, Nonce2, the signature on the member's  authentication object, and GO's Global_ID to SNEW Server 2 where the group member belongs if SNEW Servers of GO and the group member are different. If SNEW Servers of GO and the group member are the same server, SNEW_P2P_Packet_Type Value[4-6] are processed in the same SNEW Server.

	5
	
SNEW Server 2 sends VerificationValue, GO Authentication object, the digital signature on GO Authentication object,  [the group member ID, SessionKey (optional)] to the SNEW Server where GO belongs.

	6
	SNEW Server sends VerificationValue, GO Authentication object, the digital signature on GO Authentication object,  [the group member ID, SessionKey (optional)] to GO.

	7
	GO sends GO Authentication object and the digital signature on GO Authentication object from SNEW Server to the group member.


Change 4:  Addition of SNEW-6 interface security considerations
10. Security considerations

10.1
Authentication

 User authentication is expected on SNEW-1 and SNEW-2 interfaces as a prerequisite to authorization, described in section 10.2. In particular, as part of the authorization flows, SNEW Servers MAY decide to authenticate the user based on one of the following procedures:

· username and password;

· authentic network information as described in section 10.1.1.

In addition, user authentication for P2P social group is expected on SNEW-6 interface using public key and private key pairs. 
10.1.2
User authentication for P2P social group based on PKI
Group Administrator and group members can authenticate each other using public key and private key pairs. Every SNEW server generates and stores a public/private key pair for each user in SNEW 1.0. For P2P user authentication, when SNEW Client is first installed into user's device, both a public/private key pair of the user and a public key of SNEW Server is downloaded and stored in SNEW Client. These keys SHALL be periodically renewed and can be downloaded on the Client's request.
Editor’s note: FFS to define mechanisms for key distribution
When GO forms a P2P social group, GO and the member exchange digital signatures for mutual authentication with the help of SNEW server. When making and verifying digital signatures, they are using public key and private key pairs.

All of the authentication data between GO and SNEW Server SHALL be transmitted using HTTPs to ensure security.
Editor’s note: FFS to define the endpoint to be used for P2P authentication


See Appendix I.4 for more information about the procedures to authenticate users in P2P social group.

Change 5:  Update Appendix I.4 for P2P Social group example
Appendix X. 
I.4
P2P Social Group Examples
I.4.1 Proximity-based social interaction

Following is an example flow of proximity-based social service which is connecting users with P2P communication interface. In this example, Wi-Fi P2P is used as P2P communication interface. User1 is a group administrator. User2 and User3 are group members. User1, User2 and User3 are users of SNEW Client 1, SNEW Client 2 and SNEW Client 3 in order.
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Figure 1 Example flow of proximity-based group service
1) User1 uses SNEW Client 1 to create a proximity-based social group and the group creation request will be sent from SNEW Client 1 to SNEW Server through SNEW-1 interface. SNEW Client 1 gets the group ID from SNEW Server in response. 

2) The devices hosting SNEW Client 1, 2 and 3 perform Device/Service discovery. 

3) User1 uses SNEW Client 1 to invite User2 as a group member to the proximity-based social group. If User2 accepts the invitation from User1, the initial group is created. Then User3 uses the SNEW Client 3 to join the group and get the permission from User1 through SNEW Client 1.
4) When User2 joins this group, User1 performs a user authentication object authentication procedure together with SNEW Server. User2 makes its own  authentication object including Nonce1, produces Nonce2, creates the digital signature Sig1 on these values and sends them to User1. User1 makes User1's  authentication object including Nonce2 and creates the digital signature Sig2 on User1's  authentication object, and then User1 transmits User2's authentication object, Sig1, User1's  authentication object, Sig2 to SNEW Server. SNEW Server verifies the signatures Sig1 and Sig2. If the signatures are valid, it makes GOAuthentication object and a digital signature Sig3 on it. SNEW Server sendsVerificationValue, GOAuthentication object, Sig3 to User1. User1 transmits GOAuthentication object and Sig3 to User2 who verifies the signature for User1 authentication. The same procedure applies when User3 joins this group.
5) Users’ profiles and group profile can be exchanged.

6) User1 can register the group or update the group information through SNEW-1 by using SNEW Client 1

7) The group activities and reactions between group members will be exchanged by group members. If User1 wants to upload the group activities and reactions on the SNEW Server, he or she can store them by using SNEW Client 1
8) If User3 wants to leave the group, User3 uses SNEW Client 3 which sends group leave notification to SNEW Client 1. 

9) If User1 wants to terminate the group, User1 uses SNEW Client 1 which sends group termination notification to all SNEW Clients.

10) User1 can upload the group activities and reactions on SNEW Server through SNEW-1 interface by using the SNEW Client 1.

11) If User1 wants to delete the group and all the related activities, User1 uses the SNEW Client 1 which asks SNEW Server to delete the group through SNEW-1 interface.

I.4.2
User authentication for P2P social group service
Following is an example flow of user authentication in proximity-based social service. In this example User1 is a group Owner (GO) and User2 is a group member. GO and User2 are users of SNEW Client 1 and SNEW Client 2 respectively.  SNEW Server 1 is a server where GO belongs and SNEW Server 2 is a server where User2 belongs.If SNEW Server1 and SNEW Server 2 are, however, the same server, Step 4 and 6 are processed in the same server without data transmission. 
In this example, SNEW Server 1 is "movie.net" and SNEW Server 2 is "music.net". SNEW Server 2's IP address is '112.122.10.2'.
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Figure 2 User profile authentication for P2P group
1) User1 (GO) creates a nonce Nonce1. It sends Packet_Type and a nonce Nonce1 to User2.

- Inserting packet type
SNEW_P2P_Packet_Type = 1
- Creating Nonce1
SNEW_P2P_Nonce = “kllo9940pd9333jh”

 
2) User2 makes its own authentication object, inserts the Nonce1 (SNEW_P2P_Nonce) into the profile’s Nonce and creates a nonce Nonce2. And then it makes the digital signature Sig1 on User2’s authentication object and the Nonce2. User2 sends Pakcket_Type , User2’s authentication object, Nonce2 (SNEW_P2P_ Nonce), and Sig1 (SNEW_P2P_Signature) to User1.
- Inserting packet type

SNEW_P2P_Packet_Type = 2

  - User2’s authentication object (User)
User.SNEW_P2P_Realm = “music.net”
User.SNEW_P2P_Global_ID = “acct:guest123@music.net”
User.SNEW_P2P_Signature_Method = “RSA-SHA512”
User.SNEW_P2P_Encryption_Method = “RSA”
User.SNEW_P2P_Time_Stamp = “1191242096”
User.SNEW_P2P_Nonce = Nonce1 (kllo9940pd9333jh)
User.SNEW_P2P_ID_Open = “YES”
User.SNEW_P2P_Version = “1.1”
Here, SNEW_P2P_Global_ID is encrypted using SNEW Server 2's public key as per [RFC3447] section 7.2.1, where (n, e) is public key of SNEW Server 2 and M is "acct:guest123@music.net" and C is the result ciphertext octet string.
C = RSAES-PKCS1-V1_5-ENCRYPT [(n, e), M]
User.SNEW_P2P_Global_ID = C
Therefore "acct:guest123@music.net" in User2's authentication object is replaced by C.
- Creating Nonce2.

SNEW_P2P_Nonce = “jlsao24kdlsi2345”
Nonce2 = SNEW_P2P_Nonce
 - Generating the digital signature Sig1 on User2’s authentication object and Nonce2
User2’s authentication object is signed using the User2’s RSA private key as per [RFC3447] section 8.2.1, where K is the User2’s RSA private key, M is the User2’s authentication object and Nonce2, and S is the result signature octet string:
S = RSASSA-PKCS1-V1_5-SIGN (K, M)
SNEW_P2P_Signature = S
Sig1 = SNEW_P2P_Signature
3) GO makes its own authentication object, inserts the Nonce2 into the authentication object’s Nonce, and makes the digital signature Sig2 on the authentication object. Then GO sends Packet_Type , User2’s authentication object, Sig1, GO’s authentication object, and Sig2 to SNEW Server for mutual authentication.
- Inserting packet type

SNEW_P2P_Packet_Type = 3

  - GO’s authentication object (GO)
GO.SNEW_P2P_Realm = “movie.net”
GO.SNEW_P2P_Global_ID = “acct:group_owner@movie.net”
GO.SNEW_P2P_Signature_Method = “RSA-SHA512”
GO.SNEW_P2P_Encryption_Method = NULL
GO.SNEW_P2P_Time_Stamp = “1191242158”
GO.SNEW_P2P_Nonce = Nonce2 (jlsao24kdlsi2345)
GO.SNEW_P2P_ID_Open = NULL
GO.SNEW_P2P_Version = “1.1”
- Generating the digital signature Sig2 on GO's authentication object
GO’s authentication object is signed using the GO’s RSA private key as per [RFC3447] section 8.2.1, where K is the GO’s RSA private key, M is the GO’s authentication object and S is the result signature octet string:

S = RSASSA-PKCS1-V1_5-SIGN (K, M)
SNEW_P2P_Signature = S
Sig2 = SNEW_P2P_Signature
4) SNEW Server 1 verifies the signature Sig2 on GO’s authentication object. If Sig2 is valid, SNEW Server 1 sends Packet_Type , User2's authentication object, Nonce2, Sig1, and GO's Global_ID to SNEW Server 2.
- Inserting packet type

SNEW_P2P_Packet_Type = 4

 - Verifying the signature Sig2 on GO’s authentication object
SNEW Server verifies the signature per [RFC3447] section 8.2.2, where (n,e) is the User2’s public key, M is GO’s authentication object, and S is the octet string representation of the Sig2:

RSASSA-PKCS1-V1_5-VERIFY ((n, e), M, S)

Check whether the digital signature Sig2 is valid or not.

5) SNEW Server 2 verifies the signature Sig1 on User2's authentication object and Nonce2. If Sig1 is valid, SNEW Server 2 sends Packet_Type , VerificationValue, GOAuthentication object, Sig3, [User2's ID, SessionKey (optional)] to SNEW Server 1.
- Inserting packet type

SNEW_P2P_Packet_Type = 5
-Decrypting User2's global ID

Here, SNEW_P2P_Global_ID is decrypted using SNEW Server 2's private key as per [RFC3447] section 7.2.2, where K is private key of SNEW Server 2 and C' is User.SNEW_P2P_Global_ID C in User2's authentication object and M is the result ciphertext octet string.
M = RSAES-PKCS1-V1_5-DECRYPT (K, C')
User2's global ID = M

Extract User2's public key corresponding to the User2's global ID.

If User.SNEW_P2P_ID_Open is "YES", SNEW Sever 2 sends User2's global ID to SNEW Server 1.

- Verifying the signature Sig1 on User2’s authentication object and Nonce2
SNEW Server verifies the signature per [RFC3447] section 8.2.2, where (n,e) is the User2’s public key, M is the User2’s authentication object and Nonce2, and S is the octet string representation of the Sig1:

RSASSA-PKCS1-V1_5-VERIFY ((n, e), M, S)

If the digital signature Sig1 is valid, VerificationValue is set to "PASS". If the digital signature Sig1 is not valid, VerificationValue is set to "FAIL".
-Creating Session_Key between GO and User2 (optional, default is NULL)

SessionKey = "189kdf93jkkdjfd99j"
- Making GOAuthentication object
GOA.SNEW_P2P_Global_ID = “acct:group_owner@movie.net”

GOA.SNEW_P2P_Session_Key = "189kdf93jkkdjfd99j" (optional, default is NULL)
GOA.SNEW_P2P_Signature_Method = “RSA-SHA512”
GOA.SNEW_P2P_Encryption_Method = "RSA"
GOA.SNEW_P2P_Time_Stamp = “1191242158”

GOA.SNEW_P2P_Nonce = Nonce2 (jlsao24kdlsi2345)
GOA.SNEW_P2P_Version = “1.1”
Here, SNEW_P2P_Session_Key is encrypted using User2's public key as per [RFC3447] section 7.2.1, where (n, e) is public key of User2 and M is "189kdf93jkkdjfd99j " and C is the result ciphertext octet string.
C = RSAES-PKCS1-V1_5-ENCRYPT [(n, e), M]
GOA.SNEW_P2P_Session_Key = C
Therefore "189kdf93jkkdjfd99j " in GOAuthentication object is replaced by C.
- Creating the digital signature Sig3 on GOAuthentication object
GOAuthentication object is signed using the SNEW Server 2’s RSA private key as per [RFC3447] section 8.2.1, where K is the SNEW Server 2’s RSA private key, M is the GOAuthentication object, and S is the result signature octet string:

S = RSASSA-PKCS1-V1_5-SIGN (K, M)
Sig3 = S
6) SNEW Server 1 sends Packet_Type, VerificationValue, GOAuthentication object, Sig3, [User2's ID, SessionKey (optional)] to GO if VerificationValue is "PASS". SNEW Server 1 sends only VerificationValue to GO if VerificationValue is "FAIL".

- Inserting packet type

SNEW_P2P_Packet_Type = 6
7)  GO Sends GOAuthentication object and Sig3 if VerificationValue is "PASS". GO terminates this process if VerificationValue is "FAIL". And if there are User2's ID and SessionKey transmitted from SNEW Server 1(optional), it stores these values.
- Inserting packet type

SNEW_P2P_Packet_Type = 7
8) User2 verifies the signature Sig3 on GOAuthentication object and sends Response Code to User1.

- Inserting packet type

SNEW_P2P_Packet_Type = 8
- Verifying the signature Sig3

User2 verifies the signature Sig3 per [RFC3447] section 8.2.2, where (n,e) is the SNEW Server 2’s public key, M is the GOAuthentication object, and S is the octet string representation of the Sig2:

RSASSA-PKCS1-V1_5-VERIFY ((n, e), M, S)

  if the signature is valid, User2 sends Response Code 200 to GO.

 - Decrypting Session_Key (optional) in GOAuthentication object
Here, if GO and User2 use the session key (optional), GOA.SNEW_P2P_Session_Key C is decrypted using User2's private key as per [RFC3447] section 7.2.2, where K is private key of User2 and C' is GOA.SNEW_P2P_Session_Key C in GOAuthentication object and M is the result ciphertext octet string.
M = RSAES-PKCS1-V1_5-DECRYPT (K, C')
Session_Key = M
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