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1. Scope

The present document describes general aspects of  the Abstract Test Suites (ATS) developed in TTCN-3 to test OMA enablers.

The ISO standard for the methodology of conformance testing (ISO/IEC 9646 1 [ISO9646]) and the ETSI rules for conformance testing (ETS 300 406 [ETSIMETHOD]) are used as a basis for the test methodology.

· Clause 5 describes the ATS conventions, which are intended to give a better understanding of the ATS.

· Clause 6 describes the issues related to test suite execution and validation of test cases 
· Annex B provides guidelines for upper tester implementation as well as testing with an emulated and simulated SUT.

2. References

2.1 Normative References

	[ETSIMETHOD]
	ETSI ETS 300 406: "Methods for testing and Specification (MTS); Protocol and profile conformance testing specifications; Standardization methodology".

	[T3CORE]
	ETSI ES 201 873-1: "Methods for Testing and Specification (MTS); The Testing and Test Control Notation version 3; Part 1: TTCN-3 Core Language", Version 3.2.1.

	[T3DOC]
	Open Source TTCN-3 Documentation Tool, URL:http://www.ttcn-3.org/OpenSourceTools.htm

	[T3TCI]
	ETSI ES 201 873-6: "Methods for Testing and Specification (MTS); The Testing and Test Control Notation version 3; Part 6: TTCN-3 Control Interface (TCI)", Version 3.2.1.

	[T3TRI]
	ETSI ES 201 873-5: "Methods for Testing and Specification (MTS); The Testing and Test Control Notation version 3; Part 5: TTCN-3 Runtime Interface (TRI)", Version 3.2.1.


2.2 Informative References

	 [OMADICT]
	“Dictionary for OMA Specifications”, Version 2.7, Open Mobile Alliance™,
OMA-ORG-Dictionary-V2_7, URL:http://www.openmobilealliance.org/


3. Terminology and Conventions

3.1 Conventions

The key words “MUST”, “MUST NOT”, “REQUIRED”, “SHALL”, “SHALL NOT”, “SHOULD”, “SHOULD NOT”, “RECOMMENDED”, “MAY”, and “OPTIONAL” in this document are to be interpreted as described in [RFC2119].

All sections and appendixes, except “Scope” and “Introduction”, are normative, unless they are explicitly indicated to be informative.

3.2
Definitions

	Abstract Test Case (ATC)
	A complete and independent specification of the actions required to achieve a specific test purpose, defined at the level of abstraction of a particular Abstract Test Method, starting in a stable testing state and ending in a stable testing state. This specification may involve one or more consecutive or concurrent connections.

	Abstract Test Suite (ATS)
	A test suite composed of abstract test cases.

	Entity
	Something that has separate and distinct existence and objective or conceptual reality.

	Executable Test  Suite (ETS)
	A test suite composed of executable test cases.

	Executable Test Case (ETC)
	A realization of an abstract test case.

	Implementation Conformance Statement (ICS)
	A statement made by the supplier of an implementation or system claimed to conform to a given specification, stating which capabilities have been implemented. The ICS can take several forms: protocol ICS, profile ICS, profile specific ICS, and information object ICS.

	Implementation eXtra Information for Testing (IXIT)
	A statement made by a supplier or implementer of an IUT which contains or references all of the information (in addition to that given in the ICS) related to the IUT and its testing environment, which will enable the test laboratory to run an appropriate test suite against the IUT. And IXIT can take several forms: protocol IXIT, profile IXIT, profile specific IXIT, and information object IXIT, TMP implementation statement.

	Implementation Under Test (IUT)
	An implementation of one or more OSI protocols in an adjacent user/provider relationship, being that part of a real open system which is to be studied by testing.

	Interactive Service
	A service which provides the means for bi-directional exchange of information between users. Interactive services are divided into three classes of services: conversational services, messaging services and retrieval services (source: ITU-T I.113).

	Platform Adapter (PA)
	An entity that adapts the TTCN-3 Executable to a particular execution platform

	Protocol Implementation eXtra Information for Testing (PIXIT)
	An IXIT related to testing for conformance to a given protocol specification.

	SUT Adapter (SA)
	An entity that adapts the TTCN-3 communication operations with the SUT based on  an abstract test system interface and implements the real test system interface

	System Under Test (SUT)
	The real open system in which the IUT resides.

	Test Management (TM)
	An entity that provides  a user interface and administers the TTCN-3 test system

	TTCN-3 Control Interface (TCI)
	A standardized interface that specifies the interaction between Test Management and TTCN-3 Executable in a test system

	TTCN-3 Executable (TE)
	The part of a TTCN-3 test system that  deals with interpretation or execution of a TTCN-3 ATS

	TTCN-3 Runtime Interface (TRI)
	A standardized interface that defines the interaction of the TTCN-3 Executable with the SUT and Platform Adapter in a TTCN-3 test system


3.3
Abbreviations

	BER
	Basic Encoding Rules

	HTTP
	Hypertext Transfer Protocol

	IP
	Internet Protocol

	IUT
	Implementation Under test

	MTC
	Main Test Component

	OMA
	Open Mobile Alliance

	PDU
	Protocol Data Unit

	PTC
	Parallel Test Component

	SCR
	Static Conformance Requirement

	TTCN-3
	Testing and Test Control Notation Version 3

	UDP
	User Datagram Protocol

	UMTS
	Universal Mobile Telecommunications System

	UTC
	Upper Tester Client

	UTS
	Upper Tester Server


4. Introduction

TTCN-3 is a testing language which has been international standardized by ETSI. This language has been specifically designed for testing and is not tied to a specific implementation under test, test tool, or testing environment. It can serve as a unifying testing technology in product testing and enable to shorten the time to market for test tools as well as products. Due to its independence of a specific test platform and device to be tested and its standardized TTCN-3 test system interfaces [TRI, TCI], TTCN-3 also opens up a bigger and more competitive market for test tool providers.

The purpose of this document is to provide conformance test framework for terminal equipment. The test framework is based on the general TTCN-3 test system architecture specified in [T3TRI, T3TCI]. It clarifies TTCN-3 SUT Adapter, Platform Adapter, codec, and compiler requirements as well as TTCN-3 test suite execution, and methods to valid test cases.

The document serves as an important reference for further extensions of the TTCN-3 conformance test suite.
5. TTCN-3 test suite specification 
5.1 About the test suite design
5.1.1 General

A test suite should be specified using a library approach which has also been used, e.g., in [IPV6FWK]. The test suite is specified in three layers which build on top of each other:

· LibCommon: A collection of TTCN-3 definitions useful for any test suite implementation
· Lib<Enabler/protocol>: A collection of TTCN-3 definitions related to a certain Enabler or protocol standard and reusable only in this context test suite implementations.
· Ats<Enabler/protocol>: TTCN-3 definitions which are specific to this particular test suite, e.g., test case statements, SUT adapter configuration, etc
The library layer is composed of multiple TTCN-3 modules:

· TypesAndValues: This type of module collects TTCN-3 type and constant definitions relevant for a library. If applicable one module should be associated per specification document, e.g., an OMA standard

· Module Parameters: Collects all module parameters relevant to a given library
· Interface: Specifies a TTCN-3 component type and port types reflecting the interfaces offered by the library.

· Templates: Collects templates specified based on the types defined in the library.

· Functions: Collects function implementations of the library.

The ATS layer is decomposed of the following type of modules

· Module Parameters: Collects all module parameters relevant to the ATS only, e.g., SCRs
· Test System: Specifies TTCN-3 component types for test components in the ATS. These types are defined based on port types defined in the libraries used and are type compatible to component types defined in respective interface modules
· Test Configuration: Collects all configuration functions that map or connect component ports as well as types and templates for service primitives
· <ATC group identifier>Tests: Collects all TTCN-3 test cases specified in for the respective OMA test case group.

· Test Control: Contains only a TTCN-3 control part specification which may be used to control test execution via module parameters. For more information about this module see clause 6.1.
5.2 Naming conventions

The naming convention is based on the following underlying principles:

· in most cases, identifiers should be prefixed with a short alphabetic string (specified in table 9) indicating the type of TTCN-3 element it represents;

· suffixes shall not be used;

· prefixes should be separated from the body of the identifier with an underscore ("_"):

EXAMPLE 1:
c_sixteen, t_waitMax;
· only module names, test case identifiers, data type names and module parameters should begin with an upper-case letter. All other names (i.e. the part of the identifier following the prefix) should begin with a lower-case letter;

· the start of second and subsequent words in an identifier should be indicated by capitalizing the first character. Underscores should not be used for this purpose.

EXAMPLE 2:
f_authenticateUser().
Table 9 specifies the naming guidelines for each element of the TTCN-3 language indicating the recommended prefix, suffixes (if any) and capitalization.

	Language element
	Naming convention
	Prefix
	Example
	Notes

	Module
	Upper-case initial letter
	none
	LibBCast_TypesAndValues
	

	Group
	Lower-case initial letter
	none
	messageGroup
	

	Data type
	Upper-case initial letter
	none
	SetupContents
	

	Message template
	Lower-case initial letter
	m_
	m_setupInit
	Note 1

	Message template with wildcard or matching expression
	Lower-case initial letter
	mw_
	mw_anyUserReply


	Note 2

	Port instance
	Lower-case initial letter
	none
	signallingPort
	

	Test component reference
	Lower-case initial letter
	none
	userTerminal
	

	Constant
	Lower-case initial letter
	c_
	c_maxRetransmission
	

	Constant
(defined within component type)
	Lower-case initial letter
	cc_
	cc_maxRetransmission
	

	External constant
	Lower-case initial letter
	cx_
	cx_macId
	

	Function
	Lower-case initial letter
	f_
	f_authentication()
	

	External function
	Lower-case initial letter
	fx_
	fx_calculateLength()
	

	Altstep (incl. Default)
	Lower-case initial letter
	a_
	a_receiveSetup()
	

	Test case
	All upper-case letters
	TC_
	TC_BCAST_PROV_CONF_101
	

	Variable (defined locally)
	Lower-case initial letter
	v_
	v_macId
	

	Variable 
(defined within component type)
	Lower-case initial letter
	vc_
	vc_systemName
	

	Timer (defined locally)
	Lower-case initial letter
	t_
	t_wait
	

	Timer 
(defined within component type)
	Lower-case initial letter
	tc_
	tc_authMin
	

	Module parameter
	All upper-case letters
	none
	PX_MAC_ID
	

	Parameterization
	Lower-case initial letter
	p_
	p_macId
	

	Enumerated Value
	Lower-case initial letter
	e_
	e_syncOk
	

	NOTE 1: This prefix must be used for all template definitions which do not assign or refer to templates with wildcards or matching expressions, e.g. templates specifying a constant value, parameterized templates without matching expressions, etc.

NOTE 2: This prefix must be used in identifiers for templates which either assign a wildcard or matching expression (e.g. ?, *, value list, ifpresent, pattern, etc) or reference another template which assigns a wildcard or matching expression.


Table 10: TTCN-3 naming convention

5.2.1 Templates

In addition, the following conventions have been used to further help identification of the purpose of a TTCN-3 template:

· Templates should be identified with names rather than numbers.

· Templates should not modify other modified templates. Base templates which are modified must be identified in their naming.

· Templates should be specified separately for use in sending and receiving operations. The prefixes as described above must be used in identifiers for templates which either assign a wildcard or matching expression (e.g. ?, *, value list, if present, pattern, etc) or reference another template which assigns a wildcard or matching expression.

· Template definitions should avoid using matching attributes such as "*" or "?" for complete structured values, e.g. record or set of values.

· Module parameter values should be passed as parameters into templates.

· Template identifiers that include the “_def_” string have all optional fields set to omit in their template definition


EXAMPLE 3:


template Service m_def_Service(AnyUri p_Id, UInt p_version, charstring p_Name) := {


id := p_Id, version := p_version, validFrom := omit, validTo := omit, weight := omit,
serviceContentProtection := omit, baseCID := omit, emergency := omit,
protectionKeyIds := omit, ServiceTypes := omit, globalServiceId := omit,
names := { p_Name }, descriptions := omit, audioLanguages := omit,
textLanguages := omit, parentalRatings := omit, targetUserProfiles := omit,
genres := omit, extensions := omit, previewDataReferences := omit,
broadcastArea := omit, termsOfUses := omit, privateExt := omit

}
5.2.2 Naming Conventions for TTCN-3 Types and Values
In addition, the following conventions have been used to further help identifying equal code structures in the TTCN-3 code and the XML scheme.  

 In the following, all used naming rules are explained briefly, and examples are given. 
· The TTCN-3 field name in a record is equivalent to the XML element name. 
Example: Service

· The TTCN-3 type name is equivalent to the XML scheme type name.

Example:  ServiceType
Corresponding XML Scheme:

[image: image2.png]<xsielement name="Service" type="ServiceType"/>
<xs:complexType name="LanguageString”>
<xs:simplecontent>
<xsiextension base="xs:String">
<xs:attribute ref="xml:lang” use="optional”/>
</xs:extension>
</xs:sinplecontent>
</xsicomplexType>





Corresponding TTCN-3 source code:

[image: image3.png]type union XmlFragment {
ServiceType Service,
ContentType Content,
ScheduleType Schedule,




·  The TTCN-3 field name in a record is equivalent to the XML attribute name.
Example: validFrom
Corresponding XML Scheme:

[image: image4.png]<xs:attribute name="version” type="xs:unsignedInt" use="required"/>
<xsiartribute name="validFrom" type="xs:unsignedInt” use="optional"/>
<xsiattribute name="validTo" type="xs:unsignedInt” use="optional/>





Corresponding TTCN-3 source code:

[image: image5.png]UInt version,
UInt validFrom optional,
UInt validTo optional,




Exception: If the XML attribute name would be a TTCN-3 key word, a trailing “_” is added (equivalent to mapping used in ASN-1)

Example: type

Corresponding XML Scheme:

[image: image6.png]<xs:complexType name:
<xs:simplecontent>
<xsiextension base="xs:base64Binary">
<xs:attribute name="type” type="ProtectionKeyIDRangeType" us
</xs:extension>
</xs:sinplecontent>
omp lexType>

ProtectionKeyIDType">

</ x:




Corresponding TTCN-3 source code:

[image: image7.png]type record ProtectionKeyIDType (
UInts type_,
// siuple content base64Binary
EmlElementStringValue text_




· XML elements with an attribute maxOccurs > 1 are named in the TTCN-3 code with their original XML element name plus a trailing “List” as type name while the XML element name with a trailing “s” becomes the TTCN-3 field name. 
Example: PreviewDataReference
Corresponding XML Scheme:

[image: image8.png]lement name="PreviewDataReference”
PrevievDataReferenceType” minOccurs="0"
unbounded”/ >





Corresponding TTCN-3 source code:

[image: image9.png]PreviewDataReferencelist PreviewDataReferences optional,




[image: image10.png]type record PreviewDataReferenceType {
AnyUri idRet,
UInta usage

type set length (1 .. infinity) of PreviewDataReferenceType PreviewDataReferencelist




Note: The rule was applied in all cases, even if it lead to an incorrect English notation, e.g. Countrys instead of Countries or Classs instead of Classes. 
· XML element or attribute names may contain a minus-sign (“-“). However, TTCN-3 does not allow minus signs within identifiers. Therefore, all minus sings “-“ in TTCN-3 field and TTCN-3  type names are replaced by underscores (“_”).  Additionally, the TTCN-3 type definition contains the coding extension 
with {variant "replace '_' with '-'" }. 
This behavior is in accordance to the TTCN-3 / ASN.1 mapping standard.

Example: FEC-OTI-FEC-Encoding-ID & FEC_OTI_FEC_Encoding_ID
Corresponding XML Scheme:
[image: image11.png]<xsiattribute
<xsiattribuce
<xsiattribuce
<xsiattribuce
<xsiattribuce
<xsiattribuce
<xsiattribuce
<xsiatcribute

FEC-OTI-Encoding-Syubol-Length” typ

tring” use="optional”/>
"xsistring” use
FEC-OTI-FEC-Encoding-1D" type="xs:unsignedByte” us:
FEC-OTI-FEC-Instance-ID" type=rxs:unsignedlong” us:
name="FEC-OTI-Nax imun-Source-Block-Length” type=

"optional®/>

"xs:unsignedlong” use="optional”/>
"xs:unsignedlong” use="optional”/>
"optional”/>




 Corresponding TTCN-3 source code:
[image: image12.png]type record FileDescriptionType {
charstring Content_Type optional,
charstring Content_Encoding optional,
UInts FEC_OTI_FEC Encoding_ID optional,
UInt3z FEC_OTI FEC_Instance_ID optional,
UInt3z FEC_OTI Maximm Source Elock Length optional,
UInt3z FEC_OTI Encoding_Synbol_Length optional,
UInt3z FEC_OTI Max Number of Encoding Synbols optional,
charstring FEC_OTI_Scheme Specific_Info optional,
FileList Files

)} with (veriamt "replace '_' with '-'" }




· XML elements with name ‘ElementName’ and a simple content type are referenced in the corresponding TTCN-3 code with the original XML element name as identifier and the element name with trailing “Type” as type name. Additionally, the TTCN-3 type is again defined as a record with a single field of name “text_”.
Example: Language & LanguageType

Corresponding XML Scheme:

[image: image13.png]scomplexType name="TermsOfUseType”>
<xs:sequence>
<xstelement name:
<xstelement name:
<xs:choice>
<xstelement nam
<xsielement nam
</xs:choice>
equence>
<xsiattribute name="type” type="TermsOfUseRangeType” use="required”/>
tattribute nam requirea”/>
<xsiattribute nam oolean” use=rrequiredn/>
</xsicomplexType>

Country” type="xsistring” mexOccurs="unbounded"/>
Language” type="xs:string"/>

PreviewbatalDRef” type=rxs:anyURL" maxOccurs="unbounded”/>

TermsOfUseText" type=rxsistring/>





Corresponding TTCN-3 source code:

[image: image14.png]type record TermsOfUseType
UInts type_,
AnyUri id,
hoolean userConsentRequired,
Countrylist Countrys,
LanguageType Language,
TermsOfUseTypeChoice choice




[image: image15.png]type record LanguageType {
EmlElementStringValue text_




· An attribute with a reference to the namespace “xml” in the XML scheme is referenced in the TTCN-3 code as a type name of the same name as the original XML scheme attribute, but without the separating colon (“:”). The TTCN-3 filed name is equal to the XML attribute name without the leading “xml:”. Additionally, the TTCN-3 type definition contains the coding extension
with {variant "namespace prefix = 'xml'"}

Example: xml:lang & XmlLang

Corresponding XML Scheme:

[image: image16.png]<xs:eomplexType name="EncodedlanguageString™>
<xs:simplecontent>
<xsiextension base="xs:String">
<xs:attribute ref="xml:lang” use="optional”/>
<xsiattribute names"encoding” type=rxs:string” use
</xs:extension>
</xs:sinplecontent>
</xs:complexTypes>

optional”/>




TTCN-3 source code:

[image: image17.png]type record EncodedLanguageString
Zmllang lang optional,
charstring encoding optional,
EmlElementStringValue text_




[image: image18.png]type charstring Xmllang with {variant "namespace prefix = 'xml'"};




· If an XML element of type TypeName contains a nested XML choice, then this construct is represented in TTCN-3 as a union within a record of type name TypeName. The type name of this union is the type name of the superior record (TypeName) with a trailing “Choice”. The field name is simply choice. 

Example: TermsOfUseType & TermsOfUseTypeChoice with nested choice PreviewDataIDRef and TermsOfUseText 
Corresponding XML Scheme:

[image: image19.png]<xs:complexType name
<xs:sequence>
<xsielement name="Country” type="xs:String” maxOccurss
lement name="Language” type="xs:string”/>
hoice>
<xsielement neme="PreviewDatalDRe£" type="xs:anyURI" maxOccurs=runbounded/>
<xsielement name="TermsOfUseText” ype=rxs:string/>
</xs:choice>
</xs:sequence>
<xsiattribuce "TernsOfUseRangeType" us
<xsiattribuce tanyURI" use="required”/>
<xsiattribuce userConsentRequired” type=rxs:boolean” us:
</xs:complexType>

"TermsOfUseType">

Tunboundea/ >

"requiredr/>

"requiredn/>





Corresponding TTCN-3 source code:

[image: image20.png]type record TermsOfUseType {
UInts type_,
AnyUri id,
hoolean userConsentRequired,
Countrylist Countrys,
LanguageType Language,
TermsOfUseTypeChoice choice




[image: image21.png]type union TermsOfUseTypeChoice {
PreviewbataIDRefList PreviewDataIDRefs,
TernsOfUseTextType TermsOfUseText




5.2.3 Functions

In addition, the following conventions have been used to further help identification of the purpose of a TTCN-3 function:

· Function identifiers that include the 

· The “_ctrl_” string in function identifiers marks functions which implement BCAST network control test component behavior


EXAMPLE 4:
f_ctrl_broadcastServiceGuide(…)

· The  “_data_” string in function identifiers marks functions which implement BCAST network data test component behavior

· The  “_main_” string in function identifiers marks functions which implement main test component behavior, i.e., the starting and waiting for completion of BCAST Contorl, BCAST Data, and Upper Tester test component behavior

5.3 Documentation

In order to allow browsing of the BCAST ATS without the use of a specific TTCN-3 test development environment, the TTCN test suite is made available in HTML format where any definitions referenced from a given definition are linked with hyperlinks. The test suite makes use of special comment tags which can be extracted by some documentation tools, e.g., t3doc [T3DOC], to generate HTML pages for TTCN-3 test suite definitions. These tags are summarized in Table 8. Annex B provides a reference to the documentation generated by t3doc for this ATS.
	Tag
	Description

	@author
	Specifies the names of the authors or an authoring organization which either has created or is maintaining a particular piece of TTCN-3 code. 

	@desc
	Describes the purpose of a particular piece of TTCN-3 code. The description should be concise yet informative and describe the function and use of the construct.

	@remark
	Adds extra information, such as the highlighting of a particular feature or aspect not covered in the description.

	@see
	Refers to other TTCN-3 definitions in the same or another module.

	@url
	Associates references to external files or web pages with a particular piece of TTCN-3 code, e.g. a protocol specification or standard.

	@returns
	Provides additional information on the value returned by a given function.

	@member
	Documents a member of structured TTCN-3 definitions.

	@param
	Documents a parameter of parameterized TTCN-3 definitions.

	@version
	States the version of a particular piece of TTCN-3 code.


Table 11: TTCN-3 documentation tags

6. Test suite execution
6.1 General

There are three means how this test suite can be executed:

1. By using the TTCN-3 control part specified in the TTCN-3 TestControl module. By default all tests part of this test suite will be executed. Relevant PIXITs defined clause 7.2 should be used to narrow the selection of tests to a desired group of tests. At this point this mode of execution does not allow to run an individual test
2. By using a TTCN-3 tool proprietary means to execute one or more tests at a time based on the interface provided by the tool provider. In this case the TTCN-3 TestControl module should be excluded from the test suite compilation.

3. By integrating your own TTCN-3 Test Management (TM) entity implementation that is integrated with the TTCN-3 test system via the TCI-TM interface [T3TCI]. In this case the TTCN-3 TestControl module should be excluded from the test suite compilation. The operation of such a TM implementation, e.g., to select execution of specific tests, is beyond the scope of this document.
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Appendix B. On UTS, SUT Emulation & Simulation
(Informative)
B.1 About Upper Tester Server
In order to completely automate conformance and interoperability testing, the upper interface of the IUT needs to be accessible to TTCN-3 test cases. The specification of this upper interface is not standardized by many base specifications, e.g., there are no primitives defined for requesting the IUT to send a specific message or to check if one has been received. Consequently, implementations of this interface are vendor specific and may even vary between different IUTs.

In conformance testing methodology the tight integration problem can be resolved by implementing an Upper Tester Server (UTS) in the SUT, i.e., outside of the test system. The purpose of the UTS is to implement an IUT application which is integrated and interacts with the IUT directly in the SUT. The UTS is controlled from test system by an Upper Tester Client (UTC) TTCN-3 test component. The UTC communicates with the UTS in the SUT via the Upper Tester SUT Adapter. Therefore, next to driving the IUT, another task of the UTS is to convert the messages sent by UTC into concrete proprietary IUT interface calls and vice versa.

[image: image22]

B.2 Test Case Validation with an Emulated SUT

A test system can also be used with emulated SUTs, e.g., for in-house testing. Here, the real IUT is not running in target hardware but in an emulation environment.

· A well supported protocol, e.g., TCP/IP or a serial interface, and a wired connection replaces the SUT Adapter that is actually required for execution against real SUT. 
· Service and configuration primitives need to be implemented in this SUT adapter using “dummy” routines.
· The Upper Tester SUT adapter Upper Tester Server and may need to be adapted to fit the emulated SUT.


[image: image23]
Figure C.1: Example Setup for Testing Case Validation with Emulated SUT

The main benefits of this form of validation is that 

· eliminates need of complex SUT Adapters and codecs for test execution
· does not require any changes or extensions to the TTCN-3 test suite 

· it allows a validation of tests against a real IUT implementation 

· allows easy debugging of an IUT

· offers the ability to execute test and at the same time observe IUT not in real but simulated time

B.3 Test Case Validation using Simulation

The test cases in a test suite can be simulated, by executing them against other TTCN-3 test case that implement the responses of a (perfect) System under Test (SUT), i.e., simulate the SUT. 
· Test and simulated SUT behavior may either be interact at TTCN-3 level via TTCN-3 connections or, preferably, via SUT Adapters (which requires that the simulated SUT code is implemented as its own, separate test suite). In the latter case, the adapter used may use standardized encoding schemes and an IP socket connection for message transport (regardless of the encoding and transport requirement imposed by the IUT). Figure C.3 illustrates the later simulation configuration. 

· Service and configuration primitives need to be implemented in this SUT adapter using “dummy” routines.
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Figure C.3: Example Setup for Testing Case Validation with Simulated SUT
The SUT simulation tests using the same data type definitions as the TTCN-3 test suite specification and simply inverts the behavior of the test cases in such a way that they will trigger either positive or negative verdicts.
· eliminates need of complex SUT Adapters and codecs for test execution

· does not require any changes or extensions to the TTCN-3 test suite 

Simulation of the test cases will improve the quality of a TTCN-3 test suite detecting a number of errors not detected by static analysis. The types of errors detected include:

· Synchronization errors between parallel test components, e.g. causing that the test case execution never terminates.

· Program flow errors in test components, e.g. loops with incorrect termination conditions or missing "repeat" statements causing the premature termination of the test case execution.

· Use of incorrect test configuration. 

· Incorrect or missing handling of messages from the SUT, causing the test case to fail the IUT even if the IUT satisfies the conformance requirement.

· Missing verdict assignments.
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